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**Цель работы:** доработать программу лексического анализатора из лабораторной работы № 3 так, чтобы генерируемый ею поток токенов поступал на вход синтаксического анализатора. Выполнить программную реализацию синтаксического анализатора, используя генератор синтаксических анализаторов Bison. Результаты работы программы представить в виде дерева синтаксического разбора.

**Результат работы:**

#include<iostream>

#include<string>

#include<list>

using namespace std;

enum tok\_names { semocolon, ident, num, asgn, parentheses, OR, boolean, constants };

struct token

{

enum tok\_names token\_name;

string token\_names[11] = { "Semocolon", "ident", "Number", "Assign", "Parentheses", "OR", "boolean", "constants" };

string token\_value;

};

list<token> lexeme\_table;

token add\_token(tok\_names a, string b) {

token tok;

tok.token\_name = a;

tok.token\_value = b;

return tok;

}

list<token> lexer(string str)

{

list<token> lexeme\_table;

int i = 0; int value = 0;

while (i < str.size())

{

if (str[i] == ':' and str[i + 1] == '=') {

lexeme\_table.push\_back(add\_token(asgn, ":="));

i += 2;

}

if (str[i] == ';') {

lexeme\_table.push\_back(add\_token(semocolon, ";"));

}

if (str[i] == '(') {

lexeme\_table.push\_back(add\_token(parentheses, "("));

}

if (str[i] == ')') {

lexeme\_table.push\_back(add\_token(parentheses, ")"));

}

if (str[i] == 'o' and str[i + 1] == 'r') {

lexeme\_table.push\_back(add\_token(OR, "or"));

i += 2;

}

if (str[i] == '<') {

string con = "<";

i++;

while (str[i] >= '0' and str[i] <= '9')

{

con += str[i];

i++;

}

con += ">";

lexeme\_table.push\_back(add\_token(constants, con));

}

if (str[i] == '|') {

lexeme\_table.push\_back(add\_token(OR, "or"));

i++;

}

if ((str[i] >= 'a' and str[i] <= 'z') or (str[i] >= 'A' and str[i] <= 'Z')) {

string var = "";

while ((str[i] >= 'a' and str[i] <= 'z') or (str[i] >= 'A' and str[i] <= 'Z') or (str[i] >= '0' and str[i] <= '9'))

{

var += str[i];

i++;

}

i--;

lexeme\_table.push\_back(add\_token(ident, var));

}

if ((str[i] >= '0' and str[i] <= '9')) {

string number = "";

while (str[i] >= '0' and str[i] <= '9')

{

number += str[i];

i++;

}

i--;

lexeme\_table.push\_back(add\_token(num, number));

}

i++;

}

return lexeme\_table;

}

struct node

{

token token;

node\* l, \* r;

};

node\* tree = NULL;

void pushTree(token token, node\*\* t)

{

if ((\*t) == NULL)

{

(\*t) = new node;

(\*t)->token = token;

(\*t)->l = (\*t)->r = NULL;

return;

}

if (token.token\_name != constants and token.token\_name != num and token.token\_name != ident) {

pushTree(token, &(\*t)->r);

return;

}

if ((token.token\_name == constants or token.token\_name == num or token.token\_name == ident) and (\*t)->l == NULL) {

pushTree(token, &(\*t)->l);

return;

}

else {

pushTree(token, &(\*t)->r);

return;

}

}

void printTree(node\* t, int u, bool Direction)

{

if (t == NULL) return;

else

{

printTree(t->l, ++u, 1);

cout << u;

cout << ' ';

if (u != 1) Direction == 1 ? cout << "l " : cout << "r ";

cout << t->token.token\_value << endl;

u--;

}

printTree(t->r, ++u, 0);

}

int main()

{

token tok;

string str = "fortnite or PABAG ; <9678>";

list<token> lexeme\_table = lexer(str);

list<token> temp = lexeme\_table;

while (temp.empty() == 0) {

tok = temp.front();

cout << "name:" << tok.token\_names[tok.token\_name] << ", " << "value:" << tok.token\_value << endl;

temp.pop\_front();

}

cout << endl;

list<token> znak;

list<token> identif;

temp = lexeme\_table;

while (temp.size() > 0)

{

if (temp.front().token\_name == num or temp.front().token\_name == constants or temp.front().token\_name == ident) {

identif.push\_back(temp.front());

temp.pop\_front();

}

else {

znak.push\_back(temp.front());

temp.pop\_front();

}

}

node\* sosna = NULL;

while (znak.size() > 0 or identif.size() > 0)

{

if (znak.size() > 0) {

pushTree(znak.front(), &sosna);

znak.pop\_front();

}

else

{

pushTree(identif.front(), &sosna);

identif.pop\_front();

}

}

printTree(sosna, 0, 1);

}
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Рисунок 1 – Результат работы программы

**Вывод:** в результате выполнения лабораторной работы было доработана программа лексического анализатора так, чтобы генерируемый ею поток токенов поступал на вход синтаксического анализатора. Выполнена программная реализация синтаксического анализатора, используя генератор синтаксических анализаторов Bison. Результат работы представлен в виде дерева.